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# 6. Analysis Resume Panel

|  |  |  |  |
| --- | --- | --- | --- |
| Group | Item | Result | Recommendation |
| Security | HTTPS access only | High priority |  |
| Access control to features and system resources | Normal priority |  |
| Auditing mechanisms | Low priority |  |
| Runtime Errors Handling | OK |  |
| Environment Setup Overwrite (ini\_set) |  |  |
| Code Injection (eval, exec, system calls) |  |  |
| SQL Injection (non-prepared statements) |  |  |
| Usability, responsivity, accessibility and on-line manual / user documentation | Usability / User Experience |  |  |
| Responsivity |  |  |
| Accessibility |  |  |
| On-line Manual / User Documentation |  |  |
| Static Analysis | Total Technical Debt |  |  |
| Confiability |  |  |
| Security |  |  |
| Maintainability |  |  |
| Duplicity |  |  |
| Size and Complexity |  |  |
| Code documentation |  |  |
| Good practices violations |  |  |
| Software Architecture, Logic and Physic Code Organization | Framework in use |  |  |
| Development mechanisms - Database reverse-engineer |  |  |
| Development mechanisms - Scaffolding generation |  |  |
| Application Health - Layered code |  |  |
| Application Health - Modular functions |  |  |
| Application Health - Vendor separation |  |  |
| Application Health - Cache Mechanisms |  |  |
| Application Health - Session use |  |  |
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